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# **Write a program to implement BFS**

## **Source Code**

from collections import deque

class Node:

def \_\_init\_\_(self, data=0):

self.data = data

self.left = None

self.right = None

class Tree:

def \_\_init\_\_(self):

self.head = None

def is\_empty(self):

return self.head is None

def insert(self, n):

new\_node = Node(n)

if self.is\_empty():

self.head = new\_node

else:

ptr = self.head

prev = None

while ptr:

prev = ptr

if new\_node.data > ptr.data:

ptr = ptr.right

else:

ptr = ptr.left

if new\_node.data > prev.data:

prev.right = new\_node

else:

prev.left = new\_node

def bfs(self):

if self.head is None:

return

queue = deque([self.head])

while queue:

current = queue.popleft()

self.visit(current)

if current.left:

queue.append(current.left)

if current.right:

queue.append(current.right)

@staticmethod

def visit(node):

print(node.data, end=", ")

def search(self, el):

ptr = self.head

lvl = 0

while ptr:

if el == ptr.data:

print(f"{el} Found at level {lvl}!")

return ptr

elif el > ptr.data:

ptr = ptr.right

else:

ptr = ptr.left

lvl += 1

print(f"{el} Not Found!")

return None

if \_\_name\_\_ == "\_\_main\_\_":

ob = Tree()

while True:

user\_input = input("Enter a number for BFS (or type 'done' to stop): ")

if user\_input.lower() == 'done':

break

try:

ob.insert(int(user\_input))

except ValueError:

print("Please enter a valid integer or 'done' to stop.")

print("BFS: ", end="")

ob.bfs()

print()

search\_number = int(input("Enter a number to search: "))

ob.search(search\_number)

## **Output**
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# **Write a program to implement DFS**

## **Source Code**

class Node:

def \_\_init\_\_(self, data=0):

self.data = data

self.left = None

self.right = None

class Tree:

def \_\_init\_\_(self):

self.head = None

def is\_empty(self):

return self.head is None

def insert(self, n):

new\_node = Node(n)

if self.is\_empty():

self.head = new\_node

else:

ptr = self.head

prev = None

while ptr:

prev = ptr

if new\_node.data > ptr.data:

ptr = ptr.right

else:

ptr = ptr.left

if new\_node.data > prev.data:

prev.right = new\_node

else:

prev.left = new\_node

def preorder(self, ptr):

if ptr is not None:

self.visit(ptr)

self.preorder(ptr.left)

self.preorder(ptr.right)

def inorder(self, ptr):

if ptr is not None:

self.inorder(ptr.left)

self.visit(ptr)

self.inorder(ptr.right)

def postorder(self, ptr):

if ptr is not None:

self.preorder(ptr.left)

self.preorder(ptr.right)

self.visit(ptr)

@staticmethod

def visit(node):

print(node.data, end=", ")

def search(self, el):

ptr = self.head

lvl = 0

while ptr:

if el == ptr.data:

print(f"{el} found in {lvl}th level!")

return ptr

elif el > ptr.data:

ptr = ptr.right

lvl += 1

else:

ptr = ptr.left

lvl += 1

print(f"{el} not found!")

return None

if \_\_name\_\_=="\_\_main\_\_":

ob = Tree()

while True:

user\_input = input("Enter a number for DFS (or 'done' to stop):")

if user\_input.lower() == "done":

break

try:

number = int(user\_input)

ob.insert(number)

except ValueError:

print("Please enter a valid number.")

print("preorder: ", end="")

ob.preorder(ob.head)

print()

print("inorder: ", end="")

ob.inorder(ob.head)

print()

print("postorder: ", end="")

ob.postorder(ob.head)

print()

search\_value = int(input("Enter a number to search: "))

ob.search(search\_value)

## **Output**
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# **Write a program to implement Tower of Hanoi Problem**

## **Source Code**

def move(n, from\_rod, to\_rod, aux\_rod):

if n == 1:

print(f"Move top disk from {from\_rod} to {to\_rod}")

return

move(n - 1, from\_rod, aux\_rod, to\_rod)

move(1, from\_rod, to\_rod, aux\_rod)

move(n - 1, aux\_rod, to\_rod, from\_rod)

if \_\_name\_\_ == "\_\_main\_\_":

n = 3

move(n,"A","C","B")

## **Output**
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# **Write a program to demonstrate Bidirectional Search**

## **Source Code**

from collections import deque

class Node:

def \_\_init\_\_(self, state, parent=None):

self.state = state

self.parent = parent

def get\_path(self):

path = []

current = self

while current:

path.append(current.state)

current = current.parent

return path[::-1]

def bidirectional\_search(start\_state, goal\_state):

if start\_state == goal\_state:

return Node(start\_state)

start\_frontier = deque([Node(start\_state)])

goal\_frontier = deque([Node(goal\_state)])

explored\_from\_start = {start\_state: True}

explored\_from\_goal = {goal\_state: True}

while start\_frontier and goal\_frontier:

if start\_frontier:

start\_node = start\_frontier.popleft()

if start\_node.state in explored\_from\_goal:

return join\_paths(start\_node, start\_node.state, explored\_from\_goal)

for neighbor in expand(start\_node):

if neighbor.state not in explored\_from\_start:

explored\_from\_start[neighbor.state] = True

start\_frontier.append(neighbor)

if goal\_frontier:

goal\_node = goal\_frontier.popleft()

if goal\_node.state in explored\_from\_start:

return join\_paths(goal\_node, goal\_node.state, explored\_from\_start)

for neighbor in expand(goal\_node):

if neighbor.state not in explored\_from\_goal:

explored\_from\_goal[neighbor.state] = True

goal\_frontier.append(neighbor)

return None

def join\_paths(node, meeting\_point, explored):

path\_from\_start = node.get\_path()

path\_from\_goal = []

current = meeting\_point

while current in explored:

path\_from\_goal.append(current)

current = explored[current]

return path\_from\_start + path\_from\_goal[::-1][1:]

def expand(node):

children = []

for i in range(1, 4):

child\_state = f"{node.state}-{i}"

child\_node = Node(child\_state, parent=node)

children.append(child\_node)

return children

if \_\_name\_\_ == "\_\_main\_\_":

start = "A"

goal = "A-3"

result\_node = bidirectional\_search(start, goal)

if result\_node:

print("Goal found!")

print("Path to goal:", " -> ".join(result\_node))

else:

print("Goal not found.")

## **Output**

![](data:image/png;base64,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)

# **Write a program to demonstrate Greedy Best Search**

## **Source code**

from queue import PriorityQueue

class Node:

def \_\_init\_\_(self, state, heuristic, parent=None):

self.state = state

self.heuristic = heuristic

self.parent = parent

def \_\_lt\_\_(self, other):

return self.heuristic < other.heuristic

def get\_path(self):

path = []

current = self

while current:

path.append(current.state)

current = current.parent

return path[::-1]

def greedy\_best\_first\_search(start\_state, goal\_state, heuristic):

start\_node = Node(start\_state, heuristic[start\_state])

frontier = PriorityQueue()

frontier.put(start\_node)

explored = set()

while not frontier.empty():

current\_node = frontier.get()

if current\_node.state == goal\_state:

return current\_node.get\_path()

explored.add(current\_node.state)

for neighbor in expand(current\_node.state):

if neighbor not in explored:

neighbor\_node = Node(neighbor, heuristic.get(neighbor, float('inf')), current\_node)

frontier.put(neighbor\_node)

return None

def expand(state):

return [f"{state}-{i}" for i in range(1, 4)]

if \_\_name\_\_ == "\_\_main\_\_":

heuristic = {

"A": 6,

"A-1": 5,

"A-2": 4,

"A-3": 3,

"A-1-1": 4,

"A-1-2": 2,

"A-2-1": 2,

"A-2-2": 1,

"A-3-1": 2,

"A-3-2": 0,

"A-3": 0

}

start = "A"

goal = "A-3-2"

result\_path = greedy\_best\_first\_search(start, goal, heuristic)

if result\_path:

print("Goal found!")

print("Path to goal:", " -> ".join(result\_path))

else:

print("Goal not found.")

## **Output**
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# **Write a program to demonstrate A\* search algorithm**

## **Source code**

from queue import PriorityQueue

class Node:

def \_\_init\_\_(self, state, g, h, parent=None):

self.state = state

self.g = g

self.h = h

self.f = g + h

self.parent = parent

def \_\_lt\_\_(self, other):

return self.f < other.f

def get\_path(self):

path = []

current = self

while current:

path.append(current.state)

current = current.parent

return path[::-1]

def a\_star\_search(start\_state, goal\_state, heuristic):

start\_node = Node(start\_state, 0, heuristic[start\_state])

frontier = PriorityQueue()

frontier.put(start\_node)

explored = set()

while not frontier.empty():

current\_node = frontier.get()

if current\_node.state == goal\_state:

return current\_node.get\_path()

explored.add(current\_node.state)

for neighbor in expand(current\_node.state):

g = current\_node.g + 1

h = heuristic.get(neighbor, float('inf'))

neighbor\_node = Node(neighbor, g, h, current\_node)

if neighbor not in explored:

frontier.put(neighbor\_node)

return None

def expand(state):

return [f"{state}-{i}" for i in range(1, 4)]

if \_\_name\_\_ == "\_\_main\_\_":

heuristic = {

"A": 6,

"A-1": 5,

"A-2": 4,

"A-3": 3,

"A-1-1": 4,

"A-1-2": 2,

"A-2-1": 2,

"A-2-2": 1,

"A-3-1": 2,

"A-3-2": 0,

"A-3": 0

}

start = "A"

goal = "A-3-2"

result\_path = a\_star\_search(start, goal, heuristic)

if result\_path:

print("Goal found!")

print("Path to goal:", " -> ".join(result\_path))

else:

print("Goal not found.")

## **Output**
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# **Write a program to demonstrate Hill Climbing Algorithm**

## **Source code**

import random

class HillClimbing:

def \_\_init\_\_(self, objective\_function):

self.objective\_function = objective\_function

def get\_neighbors(self, current\_state):

return [current\_state + step for step in [-1, 1]]

def search(self, initial\_state):

current\_state = initial\_state

current\_value = self.objective\_function(current\_state)

while True:

neighbors = self.get\_neighbors(current\_state)

next\_state = None

next\_value = current\_value

for neighbor in neighbors:

neighbor\_value = self.objective\_function(neighbor)

if neighbor\_value > next\_value:

next\_value = neighbor\_value

next\_state = neighbor

if next\_state is None:

break

current\_state = next\_state

current\_value = next\_value

return current\_state, current\_value

def objective\_function(x):

return -1 \* (x\*\*2) + 10 \* x # Example function: A downward-facing parabola

if \_\_name\_\_ == "\_\_main\_\_":

hc = HillClimbing(objective\_function)

initial\_state = random.randint(0, 10)

result = hc.search(initial\_state)

print(f"Initial State: {initial\_state}")

print(f"Optimal State: {result[0]}")

print(f"Optimal Value: {result[1]}")

## **Output**
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# **Write a program to demonstrate min max algorithm**

## **Source code**

import random

class TicTacToe:

def \_\_init\_\_(self):

self.board = [' ' for \_ in range(9)]

self.current\_player = 'X'

def print\_board(self):

for i in range(3):

print('|'.join(self.board[i\*3:(i+1)\*3]))

if i < 2:

print('-----')

def is\_winner(self, player):

win\_conditions = [

(0, 1, 2), (3, 4, 5), (6, 7, 8),

(0, 3, 6), (1, 4, 7), (2, 5, 8),

(0, 4, 8), (2, 4, 6)

]

return any(all(self.board[i] == player for i in condition) for condition in win\_conditions)

def is\_draw(self):

return ' ' not in self.board

def minimax(self, depth, is\_maximizing):

if self.is\_winner('X'):

return 1

elif self.is\_winner('O'):

return -1

elif self.is\_draw():

return 0

if is\_maximizing:

best\_score = float('-inf')

for i in range(9):

if self.board[i] == ' ':

self.board[i] = 'X'

score = self.minimax(depth + 1, False)

self.board[i] = ' '

best\_score = max(score, best\_score)

return best\_score

else:

best\_score = float('inf')

for i in range(9):

if self.board[i] == ' ':

self.board[i] = 'O'

score = self.minimax(depth + 1, True)

self.board[i] = ' '

best\_score = min(score, best\_score)

return best\_score

def best\_move(self):

best\_score = float('-inf')

move = -1

for i in range(9):

if self.board[i] == ' ':

self.board[i] = 'X'

score = self.minimax(0, False)

self.board[i] = ' '

if score > best\_score:

best\_score = score

move = i

return move

def player\_move(self):

while True:

try:

move = int(input("Enter your move (1-9): ")) - 1

if self.board[move] == ' ':

self.board[move] = 'O'

break

else:

print("Invalid move! Try again.")

except (ValueError, IndexError):

print("Invalid input! Please enter a number between 1 and 9.")

if \_\_name\_\_ == "\_\_main\_\_":

game = TicTacToe()

while True:

game.print\_board()

if game.is\_draw():

print("It's a draw!")

break

if game.is\_winner('O'):

print("O wins!")

break

game.player\_move()

if game.is\_draw():

game.print\_board()

print("It's a draw!")

break

if game.is\_winner('O'):

game.print\_board()

print("O wins!")

break

print("AI's turn (X):")

move = game.best\_move()

if move != -1:

game.board[move] = 'X'

if game.is\_winner('X'):

game.print\_board()

print("X wins!")

break

## **Output**
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# **Write a program to demonstrate alphabeta**

## **Source code**

class TicTacToe:

def \_\_init\_\_(self):

self.board = [' ' for \_ in range(9)]

self.current\_player = 'X'

def print\_board(self):

for i in range(3):

print('|'.join(self.board[i\*3:(i+1)\*3]))

if i < 2:

print('-----')

def is\_winner(self, player):

win\_conditions = [

(0, 1, 2), (3, 4, 5), (6, 7, 8),

(0, 3, 6), (1, 4, 7), (2, 5, 8),

(0, 4, 8), (2, 4, 6)

]

return any(all(self.board[i] == player for i in condition) for condition in win\_conditions)

def is\_draw(self):

return ' ' not in self.board

def minimax(self, depth, alpha, beta, is\_maximizing):

if self.is\_winner('X'):

return 1

elif self.is\_winner('O'):

return -1

elif self.is\_draw():

return 0

if is\_maximizing:

best\_score = float('-inf')

for i in range(9):

if self.board[i] == ' ':

self.board[i] = 'X'

score = self.minimax(depth + 1, alpha, beta, False)

self.board[i] = ' '

best\_score = max(score, best\_score)

alpha = max(alpha, best\_score)

if beta <= alpha:

break

return best\_score

else:

best\_score = float('inf')

for i in range(9):

if self.board[i] == ' ':

self.board[i] = 'O'

score = self.minimax(depth + 1, alpha, beta, True)

self.board[i] = ' '

best\_score = min(score, best\_score)

beta = min(beta, best\_score)

if beta <= alpha:

break

return best\_score

def best\_move(self):

best\_score = float('-inf')

move = -1

alpha = float('-inf')

beta = float('inf')

for i in range(9):

if self.board[i] == ' ':

self.board[i] = 'X'

score = self.minimax(0, alpha, beta, False)

self.board[i] = ' '

if score > best\_score:

best\_score = score

move = i

return move

def player\_move(self):

while True:

try:

move = int(input("Enter your move (1-9): ")) - 1

if self.board[move] == ' ':

self.board[move] = 'O'

break

else:

print("Invalid move! Try again.")

except (ValueError, IndexError):

print("Invalid input! Please enter a number between 1 and 9.")

if \_\_name\_\_ == "\_\_main\_\_":

game = TicTacToe()

while True:

game.print\_board()

if game.is\_draw():

print("It's a draw!")

break

if game.is\_winner('O'):

print("O wins!")

break

game.player\_move()

if game.is\_draw():

game.print\_board()

print("It's a draw!")

break

if game.is\_winner('O'):

game.print\_board()

print("O wins!")

break

print("AI's turn (X):")

move = game.best\_move()

if move != -1:

game.board[move] = 'X'

if game.is\_winner('X'):

game.print\_board()

print("X wins!")

break

## **Output**
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# **Write a program to demonstrate bidirectional search**

## **Source code**

from collections import deque

class Node:

def \_\_init\_\_(self, state, parent=None):

self.state = state

self.parent = parent

def get\_path(self):

path = []

current = self

while current:

path.append(current.state)

current = current.parent

return path[::-1]

def bidirectional\_search(start\_state, goal\_state):

if start\_state == goal\_state:

return Node(start\_state)

start\_frontier = deque([Node(start\_state)])

goal\_frontier = deque([Node(goal\_state)])

explored\_from\_start = {start\_state: True}

explored\_from\_goal = {goal\_state: True}

while start\_frontier and goal\_frontier:

if start\_frontier:

start\_node = start\_frontier.popleft()

if start\_node.state in explored\_from\_goal:

return join\_paths(start\_node, start\_node.state, explored\_from\_goal)

for neighbor in expand(start\_node):

if neighbor.state not in explored\_from\_start:

explored\_from\_start[neighbor.state] = True

start\_frontier.append(neighbor)

if goal\_frontier:

goal\_node = goal\_frontier.popleft()

if goal\_node.state in explored\_from\_start:

return join\_paths(goal\_node, goal\_node.state, explored\_from\_start)

for neighbor in expand(goal\_node):

if neighbor.state not in explored\_from\_goal:

explored\_from\_goal[neighbor.state] = True

goal\_frontier.append(neighbor)

return None

def join\_paths(node, meeting\_point, explored):

path\_from\_start = node.get\_path()

path\_from\_goal = []

current = meeting\_point

while current in explored:

path\_from\_goal.append(current)

current = explored[current]

return path\_from\_start + path\_from\_goal[::-1][1:]

def expand(node):

children = []

for i in range(1, 4):

child\_state = f"{node.state}-{i}"

child\_node = Node(child\_state, parent=node)

children.append(child\_node)

return children

if \_\_name\_\_ == "\_\_main\_\_":

start = "A"

goal = "A-3"

result\_node = bidirectional\_search(start, goal)

if result\_node:

print("Goal found!")

print("Path to goal:", " -> ".join(result\_node))

else:

print("Goal not found.")

## **Output**
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